1. 题目
2. 题干

给定一个可能包含重复元素的整数数组 ***nums***，返回该数组所有可能的子集（幂集）。

**说明：**解集不能包含重复的子集。

1. 示例

**输入:** [1,2,2]

**输出:**

[

[2],

[1],

[1,2,2],

[2,2],

[1,2],

[]

]

1. 题解
2. 思路

求取子集，想到用递归+回溯，从空的子集开始，按照dfs深度优先搜索的方法一个个地往路径上添加节点。注意，题目中可能包含有重复元素，那么就可能会造成子集的重复。什么叫做子集的重复呢？用树的思想来解释的话，就是在同一层中你使用了和其他节点值相同的节点，也就是说，一层中有节点的值是相同的就是重复。

按照树的思想，每进入一个新的树，就是进入一个新的递归，就要遍历剩余的节点，将他们组建成新的树，即一个for循环，在这个循环中，如何来判断子集的重复呢？即判断同一层中是否有值相同的节点，同一层的节点就是for循环的每个值，如果原数组是有序的话（首先对数组进行排序），那么相同值的节点是连在一起的，那么通过判断当前节点nums[i]的值与前一个节点nums[i-1]的值是否相等即可。但是，这样又会出现问题，因为数组中是有重复的数字的，树的不同层之间的数是可能相等的，这种情况是合理的，而直接判断当前节点nums[i]的值与前一个节点nums[i-1]的值是否相等会把这种情况给排除掉。因此，我们就要想办法只让同一层中的节点进行比较，只要将for循环中第一个节点省略掉即可，从第二个节点开始比较，就不会造成错误了。这样，同一层中就不会有相同值的节点了，子集重复的问题解决了。

如： 下面这种情况，两个2在同一层中，这就是重复的子集。
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下面这种情况，两个2在不同的层中，这种情况是合理的。
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1. 代码实现

Java:

class Solution {

    public List<List<Integer>> subsetsWithDup(int[] nums) {

        List<List<Integer>> ans = new ArrayList<List<Integer>>();

        Arrays.sort(nums);

        dfs(nums, 0, new ArrayList<Integer>(), ans);

        return ans;

    }

    public void  dfs(int[] nums, int cur, List<Integer> temp, List<List<Integer>> ans){

        ans.add(new ArrayList<Integer>(temp));

        for(int i = cur; i < nums.length; ++i){

            if(i > cur && nums[i] == nums[i-1]){

                continue;

            }

            temp.add(nums[i]);

            dfs(nums, i+1, temp, ans);

            temp.remove(temp.size()-1);

        }

    }

}